**Dictionary and Sets (Fluent Python) chapter 3**

**Dict comprehension**

>>> dial\_codes = [

... (880, 'Bangladesh'),

... (55, 'Brazil'),

... (86, 'China'),

... (91, 'India'),

... (62, 'Indonesia'),

... (81, 'Japan'),

... (234, 'Nigeria'),

... (92, 'Pakistan'),

... (7, 'Russia'),

... (1, 'United States'),

... ]

>>> country\_dial = {country: code for code, country in dial\_codes}

>>> country\_dial

{'Bangladesh': 880, 'Brazil': 55, 'China': 86, 'India': 91, 'Indonesia': 62,

'Japan': 81, 'Nigeria': 234, 'Pakistan': 92, 'Russia': 7, 'United States': 1}

>>> {code: country.upper()

... for country, code in sorted(country\_dial.items())

... if code < 70}

{55: 'BRAZIL', 62: 'INDONESIA', 7: 'RUSSIA', 1: 'UNITED STATES'}

## Merging Mappings with |

>>> d1 = {'a': 1, 'b': 3}

>>> d2 = {'a': 2, 'b': 4, 'c': 6}

>>> d1 | d2

{'a': 2, 'b': 4, 'c': 6}

>>> d1

{'a': 1, 'b': 3}

>>> d1 |= d2

>>> d1

{'a': 2, 'b': 4, 'c': 6}

# Pattern Matching with Mappings

The match/case statement supports subjects that are mapping objects. Patterns for mappings look like dict literals, but they can match instances of any actual or virtual subclass of collections.abc.Mapping.[1](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html" \l "idm46582495507536)

##### Example 3-2. creator.py: get\_creators() extracts names of creators from media records

def get\_creators(record: dict) -> list:

match record:

case {'type': 'book', 'api': 2, 'authors': [\*names]}: [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAABjSURBVHjaVY6xDcAwCAS/pPQaLim9QmajdOk2I2SNrMEIlARIoigU8Cek/4e7zdHaWOYOVwaoA6wOCw05Y7FBgE0tIWQ+sBcwKM8qoD/wB5wGL8hjfdzWrh01GRp1hInGjDoXwHgsFuzBVLQAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUANThhMDcyZTA3MGRhMjJmNjEzNWNiZDNlNDE0NTQ2ZjloaiHtAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html#callout_dictionaries_and_sets_CO2-1)

return names

case {'type': 'book', 'api': 1, 'author': name}: [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB7SURBVHjaHY6hFcMwDEQ/NDQsNSwU9Apdo7Cw0CsIBoZmhKzQEQJLDQsFVclHpHu693W429Zr7bu541Pg3kCmY0K75u9TEUPhuGgWU4mQDvieEaSQEnsT6zKPeZY0EUNtrHMCXvYUuSUg0PsMjUSvpysUT6OOSil9izp/VNk1YJ8vf6MAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUAODBlYWU1MjljOTRhN2Y0N2RlY2NmYWRhMjhhY2I5ZGblb7ENAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html#callout_dictionaries_and_sets_CO2-2)

return [name]

case {'type': 'book'}: [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB4SURBVHjaJU6rFcNADBM09BqBhl6ltDCwKxQeDOwKB7tGYGCoYaChK6cmlt7TD1W5uap/sgoVBnEXWBTSoOdx7gpLDOAVorWC0ABdcBPqwZtx8Muf+DPXJpQ96Nu/LSMYl/n17oCOnplTOrpiwW3sUs4ZJmob5/wAUbg1Y/zrjUwAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUAODBiYmRhMjcyNmRkYWNlOGFiOGEwMWY1OWRlMmViZGII/Q51AAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html#callout_dictionaries_and_sets_CO2-3)

raise ValueError(f"Invalid 'book' record: {record!r}")

case {'type': 'movie', 'director': name}: [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAABzSURBVHjaHY0hEoUwEEMjkZVYZGVlr1CJxCKRXKPyy28reyVsZeXKsCFi573ZzAQk+x5jaQ6gFQAxIA8XceENZEN3DkOCH/TobUoSVuAYwSSLyzbvaHWVFJxUmmp+PF+twrLkuXzLwPmZ8+OjtH8KS6pGvuoGNo5b6rzDAAAAQ3RFWHRTb2Z0d2FyZQBAKCMpSW1hZ2VNYWdpY2sgNC4yLjggOTkvMDgvMDEgY3Jpc3R5QG15c3RpYy5lcy5kdXBvbnQuY29tkbohuAAAACp0RVh0U2lnbmF0dXJlADlmODJmY2FjOWUwMzljYmRiNzIzODBhNDU5MTMyNGY1gLv4dgAAAA50RVh0UGFnZQAxMngxMiswKzCEbbt9AAAAAElFTkSuQmCC)](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html#callout_dictionaries_and_sets_CO2-4)

return [name]

case \_: [![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB2SURBVHjaFY6hEcQwDAQPChqGGhoaqgWX8PUYBhqGBn4rX0JooKDh/UlsZ3b2BJKXH8XPTYLh1lpt1h+BwxkRA23jhsCQd2IkfH9T3HEkzPFegCXUKSUSpJUPsN7UFOgc9VkZUBoz9l0yrVHZarUcJZeb9XznDyNbNy9CX3/7AAAAQ3RFWHRTb2Z0d2FyZQBAKCMpSW1hZ2VNYWdpY2sgNC4yLjggOTkvMDgvMDEgY3Jpc3R5QG15c3RpYy5lcy5kdXBvbnQuY29tkbohuAAAACp0RVh0U2lnbmF0dXJlAGZlNjkwNDYzMzc5ZWIyNWU1NjJmY2M4Y2M5YjNjN2Uw37I5ngAAAA50RVh0UGFnZQAxMngxMiswKzCEbbt9AAAAAElFTkSuQmCC)](https://learning.oreilly.com/library/view/fluent-python-2nd/9781492056348/ch03.html#callout_dictionaries_and_sets_CO2-5)

raise ValueError(f'Invalid record: {record!r}')

Now let’s see how get\_creators handles some concrete doctests:

>>> b1 = dict(api=1, author='Douglas Hofstadter',

... type='book', title='Gödel, Escher, Bach')

>>> get\_creators(b1)

['Douglas Hofstadter']

>>> from collections import OrderedDict

>>> b2 = OrderedDict(api=2, type='book',

... title='Python in a Nutshell',

... authors='Martelli Ravenscroft Holden'.split())

>>> get\_creators(b2)

['Martelli', 'Ravenscroft', 'Holden']

>>> get\_creators({'type': 'book', 'pages': 770})

Traceback (most recent call last):

...

ValueError: Invalid 'book' record: {'type': 'book', 'pages': 770}

>>> get\_creators('Spam, spam, spam')

Traceback (most recent call last):

...

ValueError: Invalid record: 'Spam, spam, spam'

## What Is Hashable

## An object is hashable if it has a hash code which never changes during its lifetime (it needs a \_\_hash\_\_() method), and can be compared to other objects (it needs an \_\_eq\_\_() method).

>>> tt = (1, 2, (30, 40))

>>> hash(tt)

8027212646858338501

>>> tl = (1, 2, [30, 40])

>>> hash(tl)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: unhashable type: 'list'

>>> tf = (1, 2, frozenset([30, 40]))

>>> hash(tf)

-4118419923444501110